**Python Exception Handling**

* Difficulty Level : [Easy](https://www.geeksforgeeks.org/easy/)
* Last Updated : 22 Oct, 2021

We have explored basic python till now from Set 1 to 4 ([Set 1](https://www.geeksforgeeks.org/python-the-new-generation-language/) | [Set 2](http://quiz.geeksforgeeks.org/python-set-2-variables-expressions-conditions-and-functions/) | [Set 3](http://quiz.geeksforgeeks.org/python-set-3-strings-lists-tuples-iterations/) | [Set 4](http://quiz.geeksforgeeks.org/python-set-4-dictionary-keywords-python/)).

In this article, we will discuss how to handle exceptions in Python using try. catch, and finally statement with the help of proper examples.

 Attention geek! Strengthen your foundations with the [**Python Programming Foundation**](https://practice.geeksforgeeks.org/courses/Python-Foundation?utm_source=geeksforgeeks&utm_medium=article&utm_campaign=GFG_Article_Bottom_Python_Foundation) Course and learn the basics.

To begin with, your interview preparations Enhance your Data Structures concepts with the [**Python DS**](https://practice.geeksforgeeks.org/courses/Data-Structures-With-Python?utm_source=geeksforgeeks&utm_medium=article&utm_campaign=GFG_Article_Bottom_Python_DS) Course. And to begin with your Machine Learning Journey, join the [**Machine Learning - Basic Level Course**](https://practice.geeksforgeeks.org/courses/machine-learning?utm_source=geeksforgeeks&utm_medium=article&utm_campaign=GFG_Article_Bottom_Python_ML)

Error in Python can be of two types i.e. [Syntax errors and Exceptions](https://www.geeksforgeeks.org/errors-and-exceptions-in-python/). Errors are the problems in a program due to which the program will stop the execution. On the other hand, exceptions are raised when some internal events occur which changes the normal flow of the program.

**Difference between Syntax Error and Exceptions**

**Syntax Error:** As the name suggests this error is caused by the wrong syntax in the code. It leads to the termination of the program.

**Example:**

* Python3

|  |
| --- |
| # initialize the amount variable  amount **=** 10000    # check that You are eligible to  #  purchase Dsa Self Paced or not  **if**(amount > 2999)  print("You are eligible to purchase Dsa Self Paced") |

**Output:**

![Text
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**Exceptions:** Exceptions are raised when the program is syntactically correct, but the code resulted in an error. This error does not stop the execution of the program, however, it changes the normal flow of the program.

**Example:**

* Python3

|  |
| --- |
| # initialize the amount variable  marks **=** 10000    # perform division with 0  a **=** marks **/** 0  print(a) |

**Output:**
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Description automatically generated](data:image/png;base64,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)

In the above example raised the ZeroDivisionError as we are trying to divide a number by 0.

**Note:** Exception is the base class for all the exceptions in Python. You can check the exception hierarchy [here](https://docs.python.org/2/library/exceptions.html#exception-hierarchy).

**Try and Except Statement – Catching Exceptions**

Try and except statements are used to catch and handle exceptions in Python. Statements that can raise exceptions are kept inside the try clause and the statements that handle the exception are written inside except clause.

**Example:**Let us try to access the array element whose index is out of bound and handle the corresponding exception.

* Python3

|  |
| --- |
| # Python program to handle simple runtime error  #Python 3    a **=** [1, 2, 3]  **try**:  **print** ("Second element = %d" **%**(a[1]))        # Throws error since there are only 3 elements in array  **print** ("Fourth element = %d" **%**(a[3]))    **except**:      print ("An error occurred") |

**Output**

Second element = 2

An error occurred

In the above example, the statements that can cause the error are placed inside the try statement (second print statement in our case). The second print statement tries to access the fourth element of the list which is not there and this throws an exception. This exception is then caught by the except statement.

**Catching Specific Exception**

A try statement can have more than one except clause, to specify handlers for different exceptions. Please note that at most one handler will be executed. For example, we can add IndexError in the above code. The general syntax for adding specific exceptions are –

try:

# statement(s)

except IndexError:

# statement(s)

except ValueError:

# statement(s)

**Example:**Catching specific exception in Python

* Python3

|  |
| --- |
| # Program to handle multiple errors with one  # except statement  # Python 3    **def** fun(a):  **if** a < 4:            # throws ZeroDivisionError for a = 3          b **=** a**/**(a**-**3)        # throws NameError if a >= 4      print("Value of b = ", b)    **try**:      fun(3)      fun(5)    # note that braces () are necessary here for  # multiple exceptions  **except** ZeroDivisionError:  **print**("ZeroDivisionError Occurred and Handled")  **except** NameError:      print("NameError Occurred and Handled") |

**Output**

ZeroDivisionError Occurred and Handled

If you comment on the line fun(3), the output will be

NameError Occurred and Handled

The output above is so because as soon as python tries to access the value of b, NameError occurs.

**Try with Else Clause**

In python, you can also use the else clause on the try-except block which must be present after all the except clauses. The code enters the else block only if the try clause does not raise an exception.

**Example:**Try with else clause

* Python3

|  |
| --- |
| # Program to depict else clause with try-except  # Python 3  # Function which returns a/b  **def** AbyB(a , b):  **try**:          c **=** ((a**+**b) **/** (a**-**b))  **except** ZeroDivisionError:          print ("a/b result in 0")  **else**:          print (c)    # Driver program to test above function  AbyB(2.0, 3.0)  AbyB(3.0, 3.0) |

**Output:**

-5.0

a/b result in 0

**Finally Keyword in Python**

Python provides a keyword [finally](https://www.geeksforgeeks.org/finally-keyword-in-python/), which is always executed after the try and except blocks. The final block always executes after normal termination of try block or after try block terminates due to some exception.

**Syntax:**

try:

# Some Code....

except:

# optional block

# Handling of exception (if required)

else:

# execute if no exception

finally:

# Some code .....(always executed)

**Example:**

* Python3

|  |
| --- |
| # Python program to demonstrate finally    # No exception Exception raised in try block  **try**:      k **=** 5**//**0  # raises divide by zero exception.      print(k)    # handles zerodivision exception  **except** ZeroDivisionError:  **print**("Can't divide by zero")    **finally**:      # this block is always executed      # regardless of exception generation.      print('This is always executed') |

**Output:**

Can't divide by zero

This is always executed

**Raising Exception**

The [raise statement](https://www.geeksforgeeks.org/python-raising-an-exception-to-another-exception/) allows the programmer to force a specific exception to occur. The sole argument in raise indicates the exception to be raised. This must be either an exception instance or an exception class (a class that derives from Exception).

* Python3

|  |
| --- |
| # Program to depict Raising Exception    **try**:  **raise** NameError("Hi there")  # Raise Error  **except** NameError:      print ("An exception")  **raise**  # To determine whether the exception was raised or not |

The output of the above code will simply line printed as “An exception” but a Runtime error will also occur in the last due to the raise statement in the last line. So, the output on your command line will look like

Traceback (most recent call last):

File "/home/d6ec14ca595b97bff8d8034bbf212a9f.py", line 5, in <module>

raise NameError("Hi there") # Raise Error

NameError: Hi there

https://youtu.be/fCRB8ADbBSc
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